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Engaging Minds: Impact of Sequential Live Coding on Academic 
Engagement 

 
Abstract 
 
Computer programming presents conceptually hard concepts to all undergraduate students. 
Particularly, engineering students struggle with the logic and syntax details of programming 
languages. Due to the complex nature of the programming courses, instructional methods such as 
live coding, peer programming, and hands-on exercises have been implemented to improve 
students' learning outcomes. However, prior literature also notes some issues with such methods, 
such as passive attention and limited hands-on experience. Considering these issues, a new 
instructional mechanism, sequential live coding, was developed and utilized in a large R1 
university for engineering programming (C++ and Python) courses. Our prior work suggested 
sequential live coding positively affected students' learning and perceptions of learning 
programming. However, its impact on students' non-cognitive factors, particularly engagement, 
is unexplored. Considering the importance of academic engagement for students' deeper 
understanding of course material, this paper examines the effect of sequential live coding on 
academic engagement. More specifically, the paper addresses the following research question: 
How does academic engagement differ between students who participated in sequential live 
coding and those who did not? To answer the question, we collected data from 63 undergraduate 
students enrolled in two programming courses, Python and C++. The data were collected pre- 
and post-manner using a previously validated engagement survey instrument measuring four 
dimensions of engagement: behavioral, emotional, social, and cognitive. Students reported their 
engagement levels across 24 items on a six-point Likert scale. In this quantitative study, the data 
were analyzed using an independent samples t-test between each dimension of engagement. The 
results indicate a significant difference in students' emotional engagement after using sequential 
live coding. Also, the descriptive statistics indicate that students who participated had improved 
engagement in all aspects except cognitive engagement. The study's results highlight that 
students' engagement mostly declines in conceptually hard courses like programming. However, 
students who participated in sequential live coding had higher engagement with the course than 
those who didn't participate. The study's results warrant creating learning environments that 
foster engagement to improve student's learning outcomes. 
 
Introduction 
 
Undergraduate students generally find computer programming concepts difficult to learn [1], [2] 
often due to a lack of an appropriate learning environment [4], few opportunities to practice 
learned materials [5], or a less effective pedagogical approach in the courses [6]. Difficulties in 
programming courses may also emerge due to the inherent nature of these courses. Mostly, in 
such courses, students may be required to divide a complex problem into smaller tasks to solve 
it. Also, programming requires a combination of a hierarchy of smaller skills [1]. For instance, in 
this hierarchy of smaller skills, students usually learn starting from syntax and gradually build up 
towards semantics, structure, and coding style [1]. These transitions could be hard for novice 
students, especially if they struggle with syntax details and the logic of programming languages 
[1], [7], [8]. Consequently, introductory programming has a high attrition rate among 
undergraduate students [3].  



 
To combat undergraduate students' struggles with learning programming concepts, researchers 
conducted studies to develop more intuitive instructional methods [9], [10], [11], [12]. Such 
methods include live coding [9], [10], pair programming [11], and hands-on activities [12]. Live 
coding, being one of these instructional methods, is highly effective because it promotes non-
cognitive factors (e.g., motivation, engagement) of students' learning outcomes [13], [14], [15], 
[16]. However, the literature also notes some drawbacks of this approach [9], [17], [18], [19]. 
The most prominent critique is that live coding can easily create a passive environment where 
the instructor is coding, and students are passive observers only, not actively participating in the 
coding process [9], [19]. 
 
To address the potential drawbacks of the live coding approach, in this paper, we discuss our 
novel approach called sequential live coding [20]. This approach requires that peers in the class 
participate by helping the students code to provide a solution to the problem, thus creating an 
engaging environment. Sequential live coding promotes student-centered learning and active 
engagement by asking students to take turns and live code in front of their peers [20]. 
Considering the interactive nature of this approach, we hypothesize that this approach will 
improve students' academic engagement. More specifically, the following research question 
guided this study: How does academic engagement differ between students who participated in 
sequential live coding and those who did not? 
 
Related Literature 
 
The premise of this study is situated in two fundamental theories: 1) constructivism and 2) self-
system motivation theory.  
 
Considering that sequential live coding provides a hands-on learning experience to programming 
students with interactive feedback from peers and later by the instructor, it creates opportunities 
for the construction of knowledge through learning by doing [21], [22]. The approach 
emphasizes the importance of learning with the method of inquiry for students [21]. Also, it 
allows the students to construct new ideas and concepts based on their ability to connect past and 
present knowledge [22]. With sequential live coding, students can be encouraged to learn by 
performing live coding in front of their peers [20], and students can make connections between 
what they know from the material they studied before the class.  
 
Self-system motivation theory describes students' academic engagement as a fundamental facet 
of students' academic outcomes [23]. Prior literature describes student engagement as a 
multidimensional construct, which refers to students' meaningful interaction with the course 
material [24]. For meaningful interaction, students actively participate in contextually relevant 
classroom activities. Prior literature describes four dimensions of academic engagement: 1) 
Behavioral, where students participate, are involved in, and pay attention to classroom materials; 
2) Emotional, based on students' affective responses, either positive or negative, towards the 
activities. 3) Social, where students indicate their level of interaction with their peers while 
working on activities. 4) Cognitive, where students indicate their willingness to put effort into 
learning the course material.  
 



Various active learning approaches have been introduced for programming courses, and their 
effectiveness on student outcomes has been examined [25]. Among these approaches, live coding 
[9], [10] and pair programming [9] are the most commonly used approaches. Prior literature 
provides mixed results on the effectiveness of these active learning approaches in programming 
courses, where besides improvements in some students' outcomes, literature also suggests their 
issues. For example, on a positive note, in addition to learning, while studies appreciate the 
ability of live coding to enhance students' debugging skills [26], [10], there is evidence that pair 
programming could enhance students' peer skills and integration of feedback in pair 
programming [14] as well. However, it is noteworthy that studies have also noted situations 
where active learning approaches resulted in a more stressful environment and caused a decline 
in student outcomes [27].  
 
Considering the advantages of live coding and pair programming approaches that give students 
learning autonomy, sequential live coding is a combination approach. With its effective design, 
sequential live coding, similar to effective active learning approaches [28], could impact 
students' cognitive and non-cognitive outcomes. Although prior literature has examined the 
impact of this newly developed approach on students' learning [18], it is important to examine its 
effect on students' non-cognitive factors. 
 
Research Design and Methods 
The study uses a quantitative approach and a correlational cross-sectional research design to 
answer the research question.  
 
Site and Participants 
The data were collected from 63 undergraduate non-CS major engineering students enrolled in 
one of the two introductory programming courses taught by the same instructor at the University 
of Florida (a large R1 southeastern university): C++ (39 students) and Python (24 students). 
Table 1 presents the information on students' demographics for both classes.  
  

 C++ 
N=39 

Python 
N=24 

 Number of 
students Percentage Number of 

students Percentage 

Gender 
Male 28 71.79% 12 50% 
Female 10 25.64% 10 41.67% 
Prefer not to disclose 1 2.56% 2 8.33% 

Race/Ethnicity 
Hispanic or Latino, or Spanish 
Origin of any race 5 12.82% 3 12.50% 

Asian 9 23.08% 5 20.83% 
Black or African American 1 2.56% 0 0% 
White 18 46.15% 10 41.67% 
Two or more races 2 5.13% 5 20.83% 
Nonresident Alien 1 2.56% 0 0% 
Race and ethnicity unknown 1 2.56% 0 0% 
Prefer not to disclose 2 5.13% 1 4.17% 

 



Data collection occurred during the Fall of 2024 when students voluntarily participated in the 
sequential live coding activities throughout the semester. Table I. Student demographicsThe courses 
specifically covered the basics of programming languages, such as inputs, outputs, data types, 
flow of control (branching and looping), functions, classes, pointers, and introductory object-
oriented programming.  

 
Course Design for Sequential Live Coding 
Both C++ and Python courses, with about 45 enrolled students, use a flipped class model, 
dividing each week into three stages of students' work. 1) Before the class – students engaged 
with the learning material (video lecture and other material) and attempted a weekly quiz before 
coming to the class. 2) During class, students worked on 2-3 in-class problems. During this time, 
the instructor asked students to engage in sequential live coding to solve the class problems. 3) 
After the class – students work on homework problems individually and submit them by the end 
of the week.  
 
The sequential live coding activity is conducted during the in-class portion. Students already 
have some familiarity with the topic and its basic operations. During the 50-minute class session, 
students are given five minutes to familiarize themselves with the problem and create 
pseudocode for the solution. Following initial preparation, students engage in sequential live 
coding, where five to six students take turns to code the solution for about 30 minutes. All 
students can see each step and provide feedback through a shared screen, working together 
towards the common goal. The session is interactive, and students answer their peers' questions. 
Also, the rest of the class helps the students debug code and identify errors in case of coding 
errors. 
 
Meanwhile, the instructor acts as a facilitator. The instructor notes down the issues and mistakes 
made by the students. In the end, the instructor conducts a backward-style lecture for about 15 
minutes to highlight the key points and reinforce the important concepts of the week. 
 
Data Collection and Measures 
In this study, we focused on two aspects of data collection: 1) Participation metrics indicating 
whether a student participated in a group that performed sequential live coding. 2) Students' 
engagement – collected using a pre-existing instrument, validated for the context of 
programming courses, "The Math and Science Engagement Scales" [29]. The modified version 
comprises 24 questions, where the only modification was changing the context from Math and 
science courses to programming. Table II presents the sample survey items for each dimension. 
Additionally, the survey, administered via Qualtrics, asked students about their demographic 
information.  The engagement instrument collects data on students' engagement in four 
dimensions: behavioral (6 items), emotional (6 items ), social (6 items),  and cognitive (6 items). 
The data were collected in a pre-post manner (Pre: at the beginning of the semester; post -around 
the end of the semester). The survey items asked students to indicate their agreement with the 
prompts based on a 6-point Likert scale: one indicated "strongly disagree," and six indicated 
"strongly agree." This paper only used the data from students who provided complete sets, i.e., 
completed both pre and post-survey.  
 

Table II: Sample survey items 
Dimension Sample Survey items 



Behavioral I put effort into learning programming 
Emotional I feel good when I am in programming classes. 
Social I work with classmates to come up with ways to solve problems in programming classes. 
Cognitive I try to understand my mistakes when I get something wrong in programming classes. 

 
Procedure and Data Analysis 
For engagement, to bring the data on the same scale for analysis, we first reverse-coded all the 
negatively worded items (~11 items). Also, we examined the data for outliers, skewness, 
kurtosis, and multicollinearity and found no issues to report. As we only considered complete 
sets, there were no missing data items. For analysis purposes, an average was calculated for each 
dimension of engagement for both pre and post-surveys. 
 
For the participation metric, we considered 15% participation as a threshold. If a student 
participated in 15% of the total sequential live coding session, we considered that they 
participated in sequential live coding (represented as 1). Students who participated in less than 
15% of activities were marked as not participating (represented as 0). The 15% criteria were 
developed to ensure that students participated in sequential live coding of more than 1 activity. 
 
To analyze the data, we utilized the statistical software SPSS V 30.0. To answer the research 
question, we conducted two mean comparisons. The first mean comparison was performed using 
an independent samples t-test, where we identified the difference in four dimensions of 
engagement between students who participated in sequential live coding and those who did not. 
In addition, we conducted a paired sample t-test to examine the difference between pre-and post-
engagement for all four dimensions. Before running the statistics, we tested the data to determine 
the assumptions of the statistics. The data normality was observed using QQ plots. Levene's 
statistics were used to evaluate the homogeneity of the data, where the results indicated a 
homogenous sample. 
 
Results 
To answer the research question, we first conducted the independent samples t-test to identify the 
difference in four dimensions of engagement between students who participated in the sequential 
live coding and students who did not participate in at least 15% of the sequential live coding 
activities. Table III presents the results of the analysis.  
 
Table III: Mean difference between students who participated in sequential live coding and those who did not 

 Participated 
N= 26 

Not Participated 
N=37    

Dimension Mean SD Mean SD t(61) p Cohen's 
d 

Pre-Engagement        
- Behavioral 5.121 .569 5.134 .649 -.079 .937 -.020 
- Emotional 5.314 .542 5.136 .723 1.062 .292 .272 
- Social 5.013 .926 4.946 .778 .310 .757 .079 
- Cognitive 4.769 .403 4.766 .546 .027 .979 .007 

Post Engagement        
- Behavioral 5.250 .624 5.004 .770 1.344 .184 .344 
- Emotional 5.333 .587 4.919 .799 2.250* .028 .576 
- Social 5.051 .834 4.789 .800 1.500 .139 .384 



- Cognitive 4.609 .577 4.590 .581 .127 .899 .032 
*p<.05, **p<.01 
 
For both kinds of students, the pre-engagement presents a non-significant difference. This result 
indicates that all students started with similar levels of engagement. However, in the post-
engagement, the results indicate a significant difference between the students who participated 
vs. those who did not participate on the dimension of emotional engagement with t(61) = 2.250, 
p=.028, and effect size of .576, which is indicative of a moderate to large effect [30]. Students 
who participated indicated significantly better emotional engagement than those who did not. 
 
Further, we conducted a paired sample t-test to examine the difference between pre-and post-
engagement for all four dimensions. We conducted separate analyses for students who 
participated in sequential live coding and students who did not participate. The results of the 
analysis are presented in Table IV.  
 

Table IV. Comparison between pre and post-engagement for students who participated and students who did 
not participate 

 Participated Not Participated 
Engagement t (25) p Cohen's d t (36) p Cohen's d 
Behavioral -1.293 .208 -.254 1.427 .162 .235 
Emotional -.245 .809 -.048 2.360* .024 .388 
Social -.298 .768 -.058 1.664 .105 .274 
Cognitive 1.266 .217 .248 1.783 .083 .293 

*p<.05, **p<.01; Negative results are indicative that pre-engagement is less than post-
engagement 
 
Some noteworthy aspects of these results indicate that although non-significant, students who 
participated have improved behavioral, emotional, and social engagement from pre to post, while 
their cognitive engagement declined. However, engagement declined in all dimensions for 
students who didn't participate. Also, for students who didn't participate, the decline in emotional 
engagement was significant with t(36) = 2.360, p=.024, and Cohen's d of .388, which indicates a 
low to moderate effect size [30]. 
 
Discussion and Conclusion 
The study measures the impact of a new instructional approach called sequential live coding on 
students' academic engagement using the principles of self-system motivation theory [23] and 
academic engagement principles [24]. This paper describes the process of  integrating sequential 
live coding into two programming courses, i.e., C++ and Python, where students voluntarily 
participated in class activities designed for sequential live coding. Also, the study examines the 
difference between students who participated and those who didn't participate in their pre- and 
post-engagement. 
 
The study's results highlighted that sequential live coding could be an effective instructional 
approach to promote student engagement. Although all students started the course with similar 
engagement (non-significant difference in pre-engagement), the students who did not participate 
in sequential live coding showed lower emotional engagement in the course at the end. Also, we 
found that the mean engagement for all dimensions declined for students who didn't participate 



(significant decline in emotional engagement). Meanwhile, mean engagement for students who 
participated showed increased behavioral, emotional, and social dimensions.  
 
The results of the study are novel and intriguing for various reasons. First, the study results align 
with existing studies that suggest that actively engaging students in learning activities could 
promote better student outcomes. Second, in prior literature, it is observed that students often 
decline in conceptually hard courses like programming, and students' engagement declines from 
pre- to post. Although the study had insignificant differences in mean observation, there was an 
increase in the number of students who participated in the sequential live coding. Third, these 
results highlight the importance of stress-free learning environments in conceptually hard 
courses such as programming. 
 
The study has several limitations, which can help in understanding the results. First, the study 
uses a correlation research design and does not have control group data. Future studies can be 
designed by comparing traditional (without sequential live coding) and experiment group (with 
sequential live coding) designs for conclusive impact analysis. Second, the sampling strategy 
does not adhere to randomized control samples and thus has limitations and less generalizability 
to the interpretation of results. Future studies can consider overcoming this issue. Third, the 
study had a small sample size, specifically the students participating in sequential live coding 
(N<30). Future studies can consider larger implementation, and one strategy could be to consider 
making minimum participation in sequential live coding a mandatory aspect of the course. 
Fourth, the study was based on self-reported student engagement. Future studies could consider 
other modes and process data to measure engagement. Fifth, in this study, only one non-
cognitive factor, i.e., engagement, is considered. Other constructs of students' cognitive and non-
cognitive outcomes could be considered in the future to describe the effectiveness of this 
approach. Lastly, although it reported students' demographics, this study didn't consider them for 
analysis. Future studies could look into student variations based on their demographics.   
 
The results of this study are novel and provide insight into how their participation in sequential 
live coding impacted students' academic engagement. Also, the results highlight the importance 
of pedagogical approaches in programming courses.  
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