
Paper ID #41977

Apples or Oranges: A Step Back in Time to Understand Which Programming
Language is for Novice Programmers

Kwansun Cho, University of Florida

Kwansun Cho is an Instructional Assistant Professor of the Department of Engineering Education, in the
UF Herbert Wertheim College of Engineering. She has been teaching introductory computer programming
courses for engineers. She holds two Masters’ degrees in Electrical and Computer Engineering from the
University of Florida and Yonsei University, specializing in speech signal processing. Her educational
research interests include improved flipped classroom teaching/learning for students, and computer- or
web-assisted personalized learning.

Mr. Umer Farooq, Texas A&M University

Umer Farooq is a Ph.D. student in the Multidisciplinary Engineering Department at Texas A&M University,
with a focus on Engineering Education. Umer is part of the Learning Enhancement and Applications
Development Lab (LEAD Lab). Umer contributes to research initiatives centered on educational, instructional,
and workforce development in the manufacturing sector. His efforts align with the mission of the Texas
A&M University Gulf Coast Center of Excellence (GCCoE), where he collaborates on diverse projects
aimed at enhancing learning experiences for students, trainees, and professionals.

Dr. Saira Anwar, Texas A&M University

Saira Anwar is an Assistant Professor at the Department of Multidisciplinary Engineering, Texas A and
M University, College Station. She received her Ph.D. in Engineering Education from the School of
Engineering Education, Purdue University, USA. The Department of Energy, National Science Foundation,
and industry sponsors fund her research. Her research potential and the implication of her work are
recognized through national and international awards, including the 2023 NSTA/NARST Research Worth
Reading award for her publication in the Journal of Research in Science Teaching, 2023 New Faculty
Fellow award by IEEE ASEE Frontiers in Education Conference, 2022 Apprentice Faculty Grant award
by the ERM Division, ASEE, and 2020 outstanding researcher award by the School of Engineering
Education, Purdue University. Dr. Anwar has over 20 years of teaching experience at various national
and international universities, including the Texas A and M University - USA, University of Florida -
USA, and Forman Christian College University - Pakistan. She also received outstanding teacher awards
in 2013 and 2006. Also she received the ”President of Pakistan Merit and Talent Scholarship” for her
undergraduate studies.

©American Society for Engineering Education, 2024



Work in Progress: Apples or Oranges - A step back in time to 
understand which programming language is for novice 

programmers 

Abstract 
 
In this work-in-progress paper, the emphasis is to understand the perceptions about which 
language should be the first programming language. Computer programming is a fundamental 
skill for novice engineers. However, over time, multiple programming languages have emerged 
and are being used as the first language for students. While in modern times, many schools 
around the globe, particularly in the USA, consider Python’s syntax simplicity and versatility as 
a way to go, other places and traditional computer scientists consider C++’s efficiency as their 
choice. Similarly, many engineering schools introduce MATLAB as the first programming 
language. While these decisions are made at the university or departmental level, novice 
programmers, when they begin programming, are affected by this choice in more than one way 
as it helps them not only understand how to program but also carve the path for their future 
choices on kind of programs they will pursue (e.g., web applications, machine learning, or 
embedded systems). To understand which programming language may be relevant today, 
especially with the boom of AI technologies, we are taking a step backward to collect 
perceptions on which language may be suitable. For this purpose, using an open-ended 
questionnaire, we collected the data from 22 members of the instructional team (8 faculty 
members, 14 peer mentors/undergraduate teaching assistants) in a large R1 Southeastern 
university. More specifically, this paper answers the question: Which computer programming 
language should be introduced first to novice programmers? The paper’s results are novel as they 
provide comparative insights into the viewpoints of faculty and peer mentors. 
 
Keywords: programming language, novice programmers, language choice, faculty perspective, 
students’ perspective 
 
Introduction 
 
Computer programming is a fundamental skill for Science, Technology, Engineering, and 
Mathematics (STEM) students for their future careers [1]. Particularly in engineering, novice 
undergraduate students are often introduced to computer programming courses [2] in their first 
or second years to develop computational thinking [3], problem-solving [4], [5] and 
mathematical modeling abilities [6], [7]. However, choosing which programming language 
should be the first introduced language in the curriculum is an open debate without consensus yet 
reached [8]. The consensus is particularly difficult due to many underlying factors, such as the 
purpose of teaching engineering students a programming language [9], future needs within the 
discipline [10], and current trends in the industry [11], to list a few of the factors. Due to these 
factors, many universities across the globe, particularly in the United States, adopt one of the two 
options: 1) decide on a programming language for all engineering students enrolled in the 
engineering degree, or 2) offer multiple options to the students and let students choose the 
language based on availability, and choice. 
 



Besides these steps, the question of the first programming language constantly hammers in 
academic settings, and multiple perspectives have been considered [12], [13], [14]. In this paper, 
we re-opened this debate. We used the perspective of faculty and peer mentors (senior students 
who have taken programming courses and are part of instructional teams as teaching assistants) 
as a lens to answer the same question. More specifically, this paper provides a comparative 
perspective on the following research question: Which computer programming language should 
be introduced first to novice programmers? 
 
Literature review 
  
Prior literature suggests that selecting a first programming language for undergraduate students is 
a continuous debate with many historical viewpoints and factors. However, researchers have a 
consensus that learning to program is a hard skill [15], [16] and requires problem-solving 
abilities, which, if lacking, can present many challenges to novice programmers and engineers. 
Thus, the choice of language is a fundamental challenge [17], [18] as it leads to instructors' 
expectations from students and students' eventual performance in programming courses. 
 
Although the literature leaves the choice of the first programming language as an open question 
[4], there can be differences between students’ and faculty’s choices. For example, a survey 
conducted in Australasia (Australia and New Zealand) and the UK in 2018 [19] suggests Java is 
dominant in the UK. However, in Australasia, students have recently shifted their choice from 
Java to Python. Among many reasons for the popularity of Python over other languages are that 
it helped them decide computer science as a major [20], simplicity, ease of learning, and 
readability of the language [9]. However, the faculty’s choice is more multifaceted and is 
connected with educational objectives [10], course depth [21], the need for fundamental skills, 
and industry requirements [6]. Also, in some cases, the faculty may prefer their initial learned 
language [13]. 
 
Notably, the choice of language directly correlates with the difficulties students may face in the 
future, their grades, and their attitudes [14]. Although the literature supports that some of the 
difficulties may arise based on the course quality and effectiveness of the instruction [22], 
language-specific difficulties can be challenging for students, making the choice of first language 
more complex. Among the commonly noted language-specific challenges are syntax complexity 
in traditional programming languages like Java [23], code simplicity, turnaround time [24], 
debugging support [25], and integrating libraries and frameworks [26]. 
 
Although synthesized literature provides the foundation for understanding the preference for 
programming languages, it also suggests that the question is still relevant and open to debate. 
Using more perspective approaches may help advance the existing literature on this debate. It 
may provide newer insights that may be more relevant to today’s time, especially with the advent 
of many AI technologies and machine learning approaches.  
 
Research Design and Methods 
 
This study follows the qualitative methodology. For theoretical validity, we used the purposive 
criterion sampling method [27], [28] to recruit faculty members and peer mentors (senior 



undergraduate students who have taken programming language courses and are involved in 
instructional teams as teaching assistants).  
 
Site and Participants 
We collected the data from 22 participants (8 faculty members and 14 peer mentors). The data 
were collected from the instructional team of a large R1 university. The background information 
is provided in Table 1. 
 
Table 1. Background information of participants 
 Faculty Members 

N= 8 
Peer Mentors 

N = 14 
Total 
N=22 

Programming Experience 
<3 year - 7 (50.0%) 7 (31.8%) 
3-5 years - 4 (28.6%) 4 (18.2%) 
6-10 years 3 (37.5%) 3 (21.4%) 6 (27.3%) 
11-15 years 1 (12.5%) - 1 (4.5%) 
>15 years 4 (50.0%) - 4 (18.2%) 

Taught Programming Languages 
Python 6 (37.5) 4 (23.5%) 9 (28.1%) 
C++ 4 (25.0%) 9 (52.9%) 13 (40.6%) 
MATLAB 3 (18.8%) 3 (17.6%) 6 (18.8%) 
Other 3 (18.8%) 1 (5.8%) 4 (12.5%) 
More than one language 4 (50%) 3 (21.4%) 7 (31.8%) 

First Learned Programming Language 
Python 1 (12.5%) 3 (21.4%) 4 (18.2%) 
C++ 2 (25.0%) 4 (28.6%) 6 (27.3%) 
MATLAB 2 (25.0%) 3 (21.4%) 5 (22.7%) 
Other 3 (37.5%) 4 (28.6%) 7 (31.8%) 

 
Measures, Data Collection, and Analysis 
We designed an open-ended questionnaire to collect participants’ perceptions of the first 
programming languages. The questionnaire comprised 3 open-ended questions, questions on 
participants’ background, and choice of first programming language. The open-ended questions 
were: 1) Why did you choose the selected language over the other languages? Please state your 
reasons. 2) What are some features of your selected language that may be helpful for beginners, 
and why? 3) Why other programming languages may be less helpful in comparison to your 
chosen language? The data was collected in Fall 2023.  
 
The data were analyzed using descriptive statistics and qualitative content analysis using in-vivo 
coding to answer the research question. The comparative approach is on two bases: 1) faculty 
members vs. peer mentors and 2) first studied language vs. choice of the language. 
 
Results 
 
The results of the descriptive statistics indicate that most of the participants, 57%, suggested 
Python as the first language for engineers. The second choice was C++, which was selected by 



26% of the participants, and the remaining 17% chose MATLAB as the initial language of 
choice for engineers. When compared between faculty members, Python remained the top choice 
among faculty members (67%) and peer mentors (50%). However, one noteworthy aspect of the 
results is that while 43% of the peer mentors selected C++ as the most favorable language for 
beginners, the faculty members considered C++ as not the initial language, and no one selected it 
as the language for engineering students. Another interesting choice was MATLAB, which peer 
mentors considered the least favorable initial language (7%), and faculty members found it to be 
the second-best language for engineers (33%). It is also interesting to note that out of 22 
participants, 7 participants (32%; 2 faculty members and 5 peer mentors) selected the same 
language they studied as their first language. However, most participants favored a language not 
their first language. An interesting result indicates that 5 out of 5 (100%) participants who had 
MATLAB as their initial language suggested C++ (60%) or Python (40%) as a first language for 
engineers.  
 
The results of the qualitative content analysis indicated that faculty members who chose Python 
as the first language for engineers acknowledged that the choice of the first language depends on 
the course goals. However, they also praised the language’s ease of use, problem-solving, lower 
syntax requirements, availability of extensive resources, and relatability to natural language as 
key factors. For example, a faculty member stated: 
 
“I selected Python, but only IF the goal is for the students to understand programming in 
general. As an open source language, a multitude of resources are available for the students to 
access for help with retention and understanding. It would be simple for the students to utilize 
the Python language for any number of courses that they may take moving forward. I don't think 
the same could be said for MatLab.” 
 
Another faculty member who had Python as their first language and proposed the same for 
students as well mentioned: 
 
“It is beginner friendly language. Students will not need to take a lot of time to learn and 
understand the syntax but focus more on logical thinking and problem solving.” 
 
The peer mentors who chose Python mostly admired its lower syntax requirements and ease of 
use as primary reasons. Some peer mentors also admired Python’s versatility, development 
environment, and availability of libraries. For example, a student mentioned: 
 
“I feel like Python is a good beginner language, mainly because the syntax for Python is simpler 
than other languages such as c++. Python make it much easier to implement certain concepts, 
such as dynamic arrays, and Python has quite a few modules which make certain tasks much 
simpler to implement.” 
 
Another peer mentor with Python as their first language mentioned its versatility and industry 
preference. They stated: 
  
“Python is a higher level language that is easier to learn when first introduced to programming. 
Additionally, if one already has some experience python is a much easier to learn language than 



other alternatives. While it may not be the best foundation for learning programming as a whole, 
Python is immensely versatile and used widely for various purposes in the industry.” 
 
Faculty members found that when compared with C++, C++ is more complicated for engineering 
students, with a steeper learning curve due to its syntax structure and higher cognitive demands. 
For example, a faculty member stated: 
 
“C++ seems to require more background information prior to being able to really utilize the 
language for real world applications. I understand that it's significantly faster than Python, but it 
has a much steeper learning curve, and thus may not be as suitable for new users.” 

 
Compared with MATLAB, faculty members highlighted the opposite problem than C++, which 
is related to being too specific to one kind of problem only. For example, a faculty member 
stated:  
 
“MATLAB has the opposite problem; it tends to be too limited in its application to be useful 
broadly. This can be seen in the industry - which is moving away from MATLAB and ever more 
into Python. In my personal experience, it also provides an inferior foundation for future 
programming efforts.” 

 
Aligned with faculty members’ thoughts, the peer mentors also felt that C++ is more complex, 
has many more requirements, is not designed for engineers, and requires advanced proficiency. 
For example, a peer mentor stated:  
 
“They are less helpful because C++ is designed for efficient and complete programs. If you are 
not a computer engineer or software developer, this really wouldn’t be useful. C++ is only fun if 
you like tedious, organized, and strict programming guidelines/techniques.” 

 
Like faculty members, peer mentors stated that MATLAB has problems opposite to C++. They 
suggested that MATLAB has limited capabilities, which may not be helpful for advanced skills. 
For example, a peer mentor mentioned:  
 
“MATLAB is for computations and modeling so a lot of the programming fundamentals you 
would like to build as an engineer are not emphasized.” 
  
Discussion and Conclusion 
 
Which programming language should be introduced to novice programmers, particularly 
engineering students? It is an open debate and requires constant revisitation. This revisitation is 
essential today, where the boom of AI technologies and tools like ChatGPT have taken the world 
by storm. Such tools have diversified the need for engineers trained in programming, making it a 
necessary skill in the industry [10].  
 
Considering the relevance and importance of the revisitation, this study presents the perceptions 
and reasoning of faculty members and peer mentors on the first programming language. The 
study results are intuitive and encouraging as most participants (peer mentors and faculty 



members) agreed that Python is a good choice for engineering students. These results align with 
existing literature that favored Python as a versatile, simple, easy-to-learn, and efficient 
programming language [9]. However, the results also highlighted the diminishing choice of 
MATLAB as the favored first programming language, even by those who had MATLAB as their 
first language. There could be many probable reasons for such a result, including limited uses of 
MATLAB, changing trends in the industry, or Python's ability to provide the same simplicity 
with the ability to cater to varying and divergent kinds of problems [9].  
 
Another important result is the choice of C++, where students (peer mentors) favored C++ as the 
first programming language, and the faculty members found it least relevant for engineering 
students. The probable reasons for such results could be rooted in the complexity of C++ for 
novice programmers or faculty viewpoints on changing trends in the industry [6].  
 
The study results raise an important question: Is our engineering curriculum staying relevant to 
fast-paced changes in industry and the world? Considering the study results, engineering schools 
around the globe, particularly in the USA, need to evaluate the industry needs and, if necessary, 
revisit their curriculum, especially for which language is most relevant for today's era and the 
future in sight.  
 
As a qualitative study, its results must be viewed with certain limitations. The study only focused 
on faculty members and peer mentors’ self-reported perceptions and did not account for their 
personal biases. Although we considered the first taken language in comparison to the proposed 
language, future studies may consider more than one mechanism for collecting these perceptions 
to minimize bias. Also, the sampling method of this study was based on a purposive criterion 
sampling approach, limited sample size, and one institution-based sample. Although it provides 
theoretical validity, the larger sample size and multi-institutional study may clarify the reasoning 
behind the choice of language.  
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