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ABSTRACT 
Introductory programming has evolved in many places to become a CS0 course, enabling students 
to get their feet wet with programming without completing significant math coursework. However, 
a survey conducted of CS programs shows that most CS1 programming courses that count towards 
an undergraduate CS degree continue to have a math or CS0 prerequisite. This experience report 
discusses the impact of removing the math prerequisite at an R2 university (Loyola University 
Chicago) and a liberal arts college (Saint Mary’s College of California). Our experience shows that 
the removal of prerequisites, making the course readily available for those interested in pursuing 
CS, had no significant impact on student performance.  Having minimal prerequisites has beneficial 
effects in terms of diversifying the CS student body as well as enabling students to begin CS 
coursework early, often in the first semester, potentially impacting persistence, but also enabling 
students to decide, early, if CS is right for them. Programs should evaluate what prior knowledge is 
required to be successful in a CS program. The high success rate of students of various backgrounds 
taking CS certificates and pursuing graduate school also shows that aggressive prerequisites may 
be functioning as barriers to entering CS programs. If we are serious about supporting diversity, we 
need to acknowledge the wide disparity in high school education nationwide and that prerequisites 
are perhaps functioning as a needless barrier.  Where the CS0 course doesn’t count towards a 
degree, or there isn’t space for that requirement in the program, it is also worth considering 
whether the CS0 prerequisite is necessary.  
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1 Introduction 
Prior to Fall 2018, the CS 1 introductory programming course at Loyola University Chicago 

had calculus as a prerequisite. The same was true of a similar course at a Saint Mary’s College until 
Spring 2022. In this experience report, we share our experience of having removed the calculus 
prerequisite and requiring minimal prerequisites for the CS 1 programming course. Dr. Das was the 
program director at the Loyola when the change was put in place and has since moved to Saint 
Mary’s College of California as of Fall 2021. Prof. Fulton is the current program director at Loyola 
who has left the minimal prerequisite requirement for the CS 1 course as is based upon their prior 
experience with similar requirements at a large public R1 university and a technical college offering 
associate degrees. Several major types of academic institutions are thus covered by our collective 
experience and demonstrates that most students are prepared to study programming at a CS 1 level 
right away provided there are appropriate teaching and learning methodologies applied. At Loyola 
and Saint Mary’s College the change to the prerequisite is coupled with peer tutoring; active 
learning; project-based learning; and strong student support through academic advising, course 
touchpoints, and student success coaches.  

Evolution. There is an evolution in progress as far as what prerequisites are required to 
begin a CS 1 programming course. As In a survey scan, we found that 30% of institutions have 
limited or no prerequisites1 required for students starting a CS 1. This no prerequisite approach is 
consistent with our experience and the purpose of this experience report is to share information 
with those programs that still have prerequisites, especially calculus prerequisites, and to 
encourage them to reconsider those requirements.   

Impact. There has been a signi�icant increase in students with no calculus background opting 
to take the course and when students are taking the course. Both authors have strongly encouraged 
students taking the CS 1 course as early as possible and the now almost all students take the CS 1 
course in the �irst 2 semesters, with the vast majority taking it in the �irst semester.2 Although this 
paper does not focus on graduate students from non-CS backgrounds, it is worth noting that at the 
Loyola those students in the CS and CS-adjacent masters programs often take the CS 1 course as 
prep for beginning graduate study. There, as in a majority of graduate CS and CS-adjacent programs 
there is no explicit undergraduate calculus requirement to begin graduate study in CS. This is an 
important observation and worthy of re�lection by all CS faculty as to the necessity of the 
prerequisites at the undergraduate level. We believe this also supports our observation that student 
motivation is the biggest factor in ensuring student success in the CS 1 programming course.  

Saint Mary’s College of California (SMC) is a Minority and Hispanic Serving Institution 
(MSI/HSI) and the student population at Loyola’s School of Continuing and Professional Studies 
(SCPS) is majority women and over 35% minority. And supporting diversity and inclusion is a key 
principle at both institutions.  

 
1 We will use “no prerequisites” throughout this paper to mean no prerequisites other than high school completion or GED. 
2 Note that at Loyola the first semester is split into 2 8 week terms.  



  
 

 

CS 1 programming topics. In this experience report we use Tew et al. [1], curriculum 2013, and 
curriculum 2023 beta [2] as guides for a set of topics common to a CS 1 programming course. In our 
survey scan, we found that most CS 1 programming courses cover all of these topics with the only 
main variance being in whether or not objects and recursion are introduced. Table 1 summarizes 
these general topic areas and we �ind no dependence of any of these topics on calculus. 

Table 1: CS 1 topic areas 

Variables 

Data types 

Console I/O 

Expressions 

Branching and selection 

Loops 

Functions 

File I/O 

Modules and libraries 

Objects 

Recursion 

 

2 Background / related work 

In a survey of students in an applied CS program students reported that motivation was the 
biggest success factor in academic and professional success (Virkki [3]). Herbert et al. found that 
improving student engagement early can also signi�icantly impact both retention and student 
performance [4]. 

As noted in the next section, 30% of scanned programs now accept CS 0 as a prerequisite for 
beginning the CS 1 course. The impact of the CS 0 course on CS 1 has been studied quite extensively 
[1], [5], [6] and it is not a surprise that taking a CS 0 course, in college or in high school improves 



 

 

 

student performance in the CS 1 course. Our concern is whether the CS 0 course is a necessary 
prerequisite, and whether, as in our case, the removal of the CS 0 prerequisite enables students 
more �lexibility in taking upper division courses. We could also not conclusively answer, based on 
public information, whether the CS 0 counts for a degree. (The majority of scanned programs do not 
count CS 0 for the CS major.)  

As in our experience, Doyle et al. [7] found that lowering mathematics requirements had no 
signi�icant impact on the performance of students in CS 1. Pejcinovic et al. [8] found that having or 
not having calculus previously not only did not impact performance in algorithmic tasks but did not 
have much impact on engineering problem solving tasks either, suggesting that the problem solving 
skill gains from calculus may not directly translate into other domains, especially computational 
problem solving which is fundamentally different from mathematical problem solving. 

The impact of taking calculus in high school as a predictor has been studied more extensively 
and having taking high school calculus, especially AP calculus predicted better performance in CS 
programs [6]. Our intention in this experience report is not to refute those claims but to present our 
experience in demonstrating that students can be successful in CS 1 without having taken calculus 
�irst. This is partially driven by the observation that there isn’t a direct relationship between topics 
taught in a CS 1 programming course (table 1, [1]) and calculus and our intuition that having 
calculus in high school may be indicative of other success factors. The disparity in the availability of 
AP courses [9], [10] is a major concern for us, and should be for the larger community, in terms of 
addressing equity in CS education. While certain prior preparation is necessary for students to begin 
CS programs, if there is prior prep that we can compensate for through teaching and learning 
techniques in the introductory CS course sequence [11], [12] rather than using those as barriers-to-
entry, then we believe that that is the way we should proceed. We subscribe to the idea that learning 
programming is easy [13] provided the academic environment supports that. When there is 
tremendous interest and extremely high enrollments in CS courses, there is a temptation to be more 
exclusive, but high interest could be an opportunity for addressing the gaps of the past.   

Active learning [14], [15], peer learning and pair programming [16], [17], mastery learning 
[18], project-based learning [18]–[20], stronger student supports [12], availability of peer tutors 
[21], creativity and open-ended projects [20], [22], [23], and making course materials relevant to 
the student body [15], [24], [25] have all been shown to be successful approaches to improving 
overall performance and persistence in CS programs and often have impacts on supporting diversity 
[12], [24], [26].  

3 Survey Scan Results 

We conducted a survey of CS programs based on publicly available information for 50 
programs in the US. These programs included many top CS programs as well as academic 
institutions of various types, including Carnegie Classi�ied R1 and R2 universities, private and state 
universities, liberal arts colleges, as well as community colleges. 30% of CS1 courses at surveyed 



  
 

 

programs have no prerequisites to start the course. (Note no prerequisites other than high school 
completion or GED.) Of the CS1 courses that have prerequisites the breakdown is as follows. 
calculus or precalculus is a requirement in 24%. Another 12% require calculus or precalculus as a 
corequisite. Other math such as college algebra or mathematical reasoning account for 12%. CS 0 is 
an accepted prerequisite for the CS1 course in 30% of institutions. Note that the numbers do not 
add up to 100 because the listed requirements sometimes overlap. Ex: at Loyola University Chicago, 
a student can start CS 1 having completed either a precalculus course or a CS 0 programming course. 
UC Berkley requires Math 1A which can be taken concurrently along with a 3 or above on AP CS A 
or equivalent, which for the purposes of our discussion is a CS 0 equivalency. Still others require 
calculus or college algebra. An exhaustive accounting of the speci�ic requirements is beyond the 
scope of this discussion. The full list of scanned programs and their requirements is available from 
the authors upon request.  

Several programs from highly ranked CS programs have moved to the no prerequisite model 
including University of Illinois (Urbana-Champaign and Chicago), Harvard, Cornell, Virginia Tech, 
Duke, and Georgia Tech. Other major CS programs opt to start students at CS 0, including Stanford, 
University of Washington at Seattle, University of Wisconsin at Madison, the University of Southern 
California, University of California (multiple), and Caltech. However, there are still many others that 
require calculus, such as the University of Maryland College Park and the University of Texas at 
Austin. Cornell’s CS Engineering degree requires a calculus corequisite. Princeton requires a CS0 
course along with college-level Science. Surveyed community colleges require college algebra, with 
the exception of Harper College in Illinois which requires a CS 0 course in addition to college algebra.  

                  Table 2: Scan Results of CS programs scan 

CS1 course Prerequisite Percentage  

None 30% 

Calculus or precalculus 24% 

Calculus or precalculus co-requisite 12% 

College algebra or mathematical reasoning 12% 

CS0  30% 

   * Note: numbers do not add up to 100 because listed requirements sometimes overlap. 

 

One curiosity, based on our reading of the publicly available requirements, is that in many 
cases the CS 0 courses do not count as part of the CS major (the University of Southern California is 



 

 

 

a notable exception). We hope that the CS 0 does count towards the undergraduate degree. If CS 0 
does not count in any way towards a student's program—as part of the major or as an elective—
then this is a disservice to those students who may not have access to CS education or AP courses 
in high school. Given our experience, the CS 0 is not necessary for students of virtually any 
background to begin a CS1 course and therefore if CS 0 is a course that does not count for an 
undergraduate degree, then this is an additional burden for already disadvantaged students.  

Overall, our survey indicates that there is an evolution in progress as far as what prior 
preparation is required for beginning a CS 1 course and by extension a CS major. We think therefore 
that this experience report is a valuable addition to the overall conversation and our experience of 
observing no impact of removing the existing math prerequisites is more data in favor of letting 
students regardless of their prior preparation to begin CS studies immediately, which we expect has 
considerable bene�its. We discuss our experiences more directly in the re�lections section below.  

4 Instructor and Program Director Re�lections 

Between the 2 authors we have several years of collective experience of teaching CS1 with 
no prerequisites other than high school completion or GED, and overseeing programs that have 
those CS1 courses in the CS or applied CS major. We have served as instructors of the CS1 
programming courses, and we are both Program Directors overseeing our respective programs.  

At the liberal arts college, the CS1 requirement is part of BS and BA CS majors. At Loyola, the 
CS1 requirement applies in a continuing studies program where students primarily come for degree 
completion. This has implications for student motivations which are discussed in a re�lection below. 
Loyola a traditional undergraduate program still exists which has more traditional prerequisites. 
Further, in the continuing studies context, the CS1 course is offered in an accelerated 8-week online 
format, which would in theory present more challenges for students who have little to no 
background in programming. While it may be bene�icial to add a CS0 course, in the context of both 
institutions the addition of the extra course would be signi�icantly challenging. And, based on our 
experience, and this experience report, we expect that there is more value added in additional upper 
division electives than adding the CS0 course into our respective programs.  

4.1 Instructor 1 Re�lection 

I began working at Loyola in January 2018 and continued until the end of June 2021. I was in 
charge of teaching coursework and overseeing programs in the continuing studies school. There 
was a BA Information Technology which was an applied CS degree as well as a CS certi�icate. The 
student population at this continuing studies school is primarily adult learners looking to complete 
college as well as those seeking career change and upskilling. My experiences running a non-pro�it 
training program for underserved individuals prior to starting my position at Loyola had taught me 
that those with little or no background could be brought up to speed as far as programming is 



  
 

 

concerned with the right teaching and learning approaches bolstered by the appropriate student 
supports. At the same time, there were challenges with students being hesitant to take calculus 
simply to be able to take the CS 1 introductory programming course. For those seeking a CS 
certi�icate the additional course would also essentially increase their time-to-completion and cost-
of-completion by a third. Both BAIT and CS certi�icate students were also likely to have been away 
from schooling for a while and starting schooling again with calculus was a daunting prospect. 
Taking everything into account, and building on my non-pro�it experience, I decided to remove the 
calculus prerequisite. Given the standard CS 1 curriculum I did not see any dependence on calculus 
and thought that a calculus requirement may have a gate-keeping function than impacting learning 
in a CS 1 course. 

In Fall 2021, coming to SMC as a CS program director in a Mathematics and CS department I 
once again found that there was a historical calculus prerequisite for the CS 1 intro programming 
course and successfully had that requirement removed applicable Spring 2022. In all, I have seen 9 
semesters of teaching of a CS 1 course with minimal requirements and found that it has no impact 
on student performance. In fact, over time the traditional CS department has begun sending 
graduate students with non-CS programs to the continuing studies courses so that those students 
can meet the prerequisites needed to begin graduate school. This is unsurprising since CS certi�icate 
students of various backgrounds have gone on to top 10 graduate programs indicating the quality 
of their education and the fact that students were able to meet the learning outcomes needed to 
begin graduate school in CS. (Incidentally, it is worth noting that graduate CS programs have less 
stringent math requirements than undergraduate CS programs which we �ind interesting.) 

I have, however, observed several bene�its of removing the prerequisite. At Loyola, students 
previously turned away from both the BAIT and CS certi�icate due to the calculus requirement were 
now able to pursue the degree. Students from other majors such as Management and Psychology 
were able to complete the CS certi�icate as an added credential. At SMC, a wider range of students 
and those interested in CS have been able to take the CS 1 course. An English major who became 
interested in CS after taking a programming workshop over Summer 2022 was able to take CS 1 
immediately in Fall 2022 and has since become a double major in English and CS (pursuing the non-
calculus BA CS) which would not be possible if the calculus was a prerequisite for the CS 1 course 
and a non-calculus BA CS was available. I believe one of the greatest drivers of student success in 
the CS 1 course is motivation and starting students as early as possible in what got them interested 
in the discipline in the �irst place can go a long way toward maintaining motivation. As noted earlier, 
motivation was also self-identi�ied by surveyed students as being the biggest success factor in Virkki 
[3]. 

We offer a CS 0 course meant to introduce students to computing and computational thinking 
which is also proving quite popular among non-CS majors. Many non-CS-majors such as those in 
psychology or sociology bene�it greatly from having programming skills. Additionally, those 
students now also have the opportunity to pursue the 3 course CS certi�icate or the 6 course CS 



 

 

 

minor neither of which require calculus making it more accessible to students of different 
backgrounds.  

When there is a CS 1 class with students who bring a wide range of prior preparation to the 
course there is a course management challenge, and it is incumbent upon the instructor to ensure 
that there are support mechanisms for students who may be struggling with the course materials. 
In addition to the training of peer tutors and TAs, in my case this has meant ensuring that whenever 
I am teaching CS 1, I have accounted for extra time needed for the course. In the CS 1 course students 
are required to meet with me 1-on-1 which helps me assess student progress as well as strategize, 
often with student agency, how to help each student succeed. Active learning and peer learning 
techniques are also critical to ensuring there is a greater opportunity for students to learn from each 
other and form a learning community. In the future, I also plan to experiment with a pass/fail and/or 
mastery learning approach for the base requirements of the course. 

4.2 Instructor 2 Reflection 

   Starting in Fall 2022, I began teaching at Loyola with a primary audience of adult learners 
through the school of continuing studies. Before my current role, I held roles at both an R1 
institution and a small private institution.  The latter was focused on expediting students into the 
workforce by offering associate degrees centered around computer science. Neither my current 
institution nor the ones I previously mentioned required prerequisite for CS 1. Through a variety of 
institutional contexts, I was able to observe students succeeding in CS 1 without having taken the 
prerequisites that are widely required in CS programs. 

   A considerable number of my students have been adult learners. Adult learners have 
expressed that barriers for returning to school are higher in comparison to that of a traditional 
student transitioning from high school.  Factors such as gathering admission material to adopting 
new life routines in preparation for pursing education are major adjustments and having to take 
courses that do not particularly align with career interest in�luenced their choice on what programs 
would suite their career interest.  It is often the excitement and drive to immediately start learning 
a technical skill that motivates students to return to school.  Immediately capturing the interest of 
what drew a student back to school is what resulted in higher engagement and matriculation. What 
I observed was without the immediate grati�ication of learning that ultimately brought them back 
to school, the requirement of taking other courses before a CS 1 course deterred students from 
enrolling in a CS 1 course due to the misconception that programming involved a signi�icant amount 
of math. I found this to be the case when students were encouraged to complete general education 
courses that involved math prior to enrolling in technical courses. Removing prequisites to a CS 1 
course can attract more returning students, without imposing a barrier of advanced mathematics 
such as calculus, which may have little relevance to their interests or to the actual course material. 

While re�lecting on the jobs students obtain after graduation, many of the technical jobs and 
skills needed are not predicated on having prerequisites such as calculus. A good portion of the jobs 



  
 

 

students obtained included skills such as creative thinking, programming, and problem-solving 
skills, but most did not appear to require an advanced level of mathematics such as calculus.  I do 
not advocate for the elimination of courses like calculus, but rather their exclusion as entry criteria 
for enrolling in a CS 1 course.  During my initial teaching role at the private institution, students had 
the option to complete a 2 + 2 program: 2 years for an associate degree and the remaining 2 years 
for the bachelor’s degree completion. The associate degree included a mixture of general education 
and technical courses to prepare students for entry-level tech jobs. The subsequent two years 
focused more on theory-based and advanced mathematics courses, including calculus.  Once a 
student obtained an associate degree, they were encouraged to pursue employment and gain 
meaningful work experience before returning to complete the bachelor’s degree. There were a 
signi�icant number of bene�its to this approach, some included students having a keen awareness of 
how material would apply to real world scenarios, employers offered students tuition 
reimbursement to offset cost, students had a clear objective for how their education would 
supplement their career pursuits. The courses students completed upon returning to earn the 
bachelor's included calculus and other theory-based courses that provided more relevance to a 
deeper understanding of concepts relayed.  Students also took more thoughtful consideration of 
what courses would be applicable to their career objective and engaged more in the advising 
process taking more agency over their programs of study.  

During my time at the R1 institution, the absence of prerequisites for CS 1 led to diverse 
students from various disciplines enrolling in the course which resulted in high enrollment. The 
accessibility of the course to non-computer science majors broadened the reach to majors outside 
of the school who found value in the course. Students from the school of design expressed the 
relevance of the CS 1 material when developing creative digital art. I observed students from other 
disciplines continuing in subsequent courses with successful completion of CS 1 due to �inding an 
interest in programming.  Not having prerequisites for CS 1 allowed administrators to easily 
approve a request for students who desired to enroll in the course as a general elective if there was 
space.   

 

4.3 Pedagogical techniques and student support 
In this section we present some of the teaching techniques applied in courses in our 

respective classes and programs. We present this in the interest of giving a complete understanding 
of all factors that in�luence the success of students at Loyola SCPS and SMC.  

At a classroom level, active learning techniques are used extensively, including liberal use of 
groupwork. Project based learning is used throughout the intro programming courses at both 
institutions. Das uses an open ended �inal project in the intro programming course called “Bring 
your own project” (BYOP) which de�initely drives student engagement [20]. We both heavily rely 
on online materials such as Wiley Zybooks [27] as an active textbook environment.  



 

 

 

Additional support measures and techniques involve creating peer-to-peer learning 
opportunities and providing students the opportunity to receive individual assistance.  Fulton 
schedules designated in-class times for students to work together on coding activities.  These 
activities provide an opportunity for students to process the material with others who vary on the 
spectrum of knowledge.  Guidelines are provided for peer-to-peer opportunities which encourage 
students to ask questions and to share their understanding of the code and share helpful 
information that contributed to their overall understanding.  

5 Discussion 

We will focus this discussion on the following questions. What is the rationale behind the 
calculus prerequisite for a CS 1 programming course? How does a CS 0 prerequisite compare with 
the calculus prerequisite? What is the result of removing either a calculus or CS 0 prerequisite? 

    As discussed in the introduction, the typical content for a CS 1 introductory programming 
course does not have any dependence on calculus. The standard topics are usually composed of 
variables and expressions, I/O including working with �iles, branching, loops, functions, and objects. 
None of these topics require any knowledge of calculus, and high school level math is suf�icient for 
embarking on learning any of these topics. Thus, we strongly advocate for a reconsideration of 
calculus prerequisite. A calculus prerequisite can function as a barrier for students who have had 
less advanced math preparation in the past, which includes access to AP coursework. The calculus 
prerequisite is a signi�icant self-selector towards which students are able to begin the CS 1 
programming course and when. Students who are able to begin programming courses sooner have 
an advantage over students who take that course later, further amplifying pre-college disparities. 
At the same time, in our experience, the mere presence of the calculus prerequisite discourages 
many students from even considering taking the CS 1 course. The main advantage of taking calculus 
should be in learning problem-solving skills. But computational problem solving is different than 
mathematical problem-solving. Authors such as Pejcinovic et al. [8] found that calculus not only had 
an inconclusive effect in improving computational problem-solving but general engineering 
problem-solving as well.  

The CS 0 prerequisite is more in line with the needs of a CS 1 course. The CS 0 course is also 
well positioned as a trial course for students considering CS as an option. However, in our 
experience the CS 0 course is not necessary for success in the CS 1 course. Whether the CS 0 course 
should exist should be dependent upon whether or not the course counts towards the degree as a 
whole. In our scan we were not able to de�initively answer whether all programs that require a CS 
0 prerequisite count that course towards a degree. Programs that do not count the CS 0 course as 
part of the  major hopefully still count the course as part of the degree. If they do not, then this is a 
needless burden for those students who did not have access to a CS 0 course previously (AP or 
otherwise). On the other hand, in the case of our programs with limited size majors, the lack of a CS 
0 course allows for the inclusion of upper division courses.  



  
 

 

This experience report indicates that there is no difference in student performance between 
CS 1 programming course requiring a calculus prerequisite and one without that requirement. 
Granted that there are other factors such as the instruction methodology and the student support 
that impact this result. However, if we are serious as a community regarding broadening 
participation in computing it is incumbent upon us to consider whether the prerequisite is 
necessary or is functioning as a barrier to students starting the CS 1 programming course, and by 
extension starting CS programs.  

While prior experience [5] and having some form of high school calculus, especially AP 
calculus, has been shown to predict improved student success through an introductory CS sequence, 
towards broadening participation in computing we should as a faculty community be working 
towards teaching and learning approaches that bridge the prior experience gap. We also note that 
there is no strong counter-factual since not having prior math preparation does not predict failure 
in the intro programming course. We should be concerned with who has access to AP courses [9], 
[10], [29] and whether or not the erecting of barriers based on high school access or privilege is 
justi�ied.  

The long-term performance of our students at Loyola and Saint Mary’s also indicates that 
students who have taken these CS 1 classes have continued to be successful. This should suggest 
reconsideration of when and where in the curriculum the math and/or calculus requirement should 
show up. Can we change the function of the math/calculus requirement from a gatekeeper to a when 
needed requirement. Note that while the BS CS at Saint Mary’s includes Calculus I and Calculus II, 
the reason for their inclusion is to mainly support understanding of the underbelly of Machine 
Learning and Arti�icial Intelligence. The BA CS at Saint Mary’s and the BA IT at Loyola do not have a 
Calculus requirement.  

We reiterate what was noted earlier that Calculus is often not a requirement for entry into 
graduate level CS programs. Those coming from non-CS backgrounds are asked to take prerequisite 
courses that are often some type of accelerated intro to computing and/or coursework in 
programming, data structures, and algorithms, but not Calculus.  

It is time to ask what the utility of the Calculus course is to a Computer Science major? 
Colleagues mention the need to learn problem solving techniques. In our experience, the techniques 
needed to successfully solve computing problems are different than calculus. This is not to say that 
knowing Calculus is not bene�icial; undoubtedly having Calculus under their belt is greatly bene�icial 
particularly in ML/AI and Engineering oriented applications. We look forward to animated 
discussions on this topic.  

6 Conclusions and future work 

    The removal of prerequisites has signi�icant bene�its in terms of allowing a wider variety 
of students to take the CS 1 course earlier in their programs. The rationale of requiring students to 



 

 

 

take calculus prior to taking a CS 1 course should be reconsidered. Not only is there no dependence 
of a standard CS 1 programming course on calculus, but this requirement can also function as 
discouragement and a delay in students interested in taking the CS 1 programming course. Towards 
broadening participation in computing and supporting students from a wide variety of backgrounds, 
bringing differing prior experience a big step would be making it easier for students to begin 
programming as soon as possible. As recognized in the ACM/IEEE/AAAI CS 2023 curriculum guide 
beta, introductory programming topics and knowledge areas do not have required math 
prerequisites. The results of our scan indicate that a variety of institutions (30%) have come to the 
same conclusion as this experience report and enable students to begin the CS 1 programming 
course very early in the CS programs.  

We reiterate that we are not calling for a removal of calculus from CS or CS-adjacent 
programs. That depends upon the type of program under consideration. However, we strongly 
advocate for the removal of calculus as an entry criterion into the CS 1 programming course, thereby 
reducing a barrier-to-entry. 

    For future work, we would like to expand the scan to include more institutions and make 
that information available online and allow institutions to update and comment on their thought 
process behind the prerequisites for the CS 1 course. It would also be interesting to see how the 
requirements have evolved over time by reviewing older course catalogs. Once the CS2023 
curriculum guide is �inalized, we would also like to repeat the survey scan and analysis in 2 years to 
evaluate how programs are responding to the new guide. 
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