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Work-in-progress: Exploring the computer science curriculum from 
undergraduate students’ perspectives 

Abstract—With large attrition rates among computer science (CS) majors, it is clear 
that CS undergraduates face challenges completing their degrees. Although much research 
has tested various teaching strategies and how course outcomes are associated with drop-
out rate, little attention has been paid to using a bottom-up, student-centered, qualitative 
approach with a large sample to understand how to improve required CS courses and 
curricula. In the present study, we investigated CS college students’ self-reported 
perceptions of curriculum design and instruction. We invited feedback from 
undergraduate students who enrolled in CS courses from various stages of the program (N 
= 445) at a large public Mid-Atlantic university. Specifically, we evaluated what students in 
CS would change to their required CS courses and/or course sequence through open-ended 
responses. Results of thematic coding of these responses revealed that students wanted 
clear connections between courses, course content and program design that were in line 
with practical skills used in the CS industry, and more effective academic advising and 
assistance from instructors. Implications and areas of future research will be discussed 
with respect to beneficial reforms to enhance student learning experiences in CS programs. 
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I. INTRODUCTION 
With rapid technological advancements, computer scientists are needed more than ever to 

support our nation’s economy and global competitiveness. However, approximately 59% of 
college students in computer science (CS) programs drop out [1]. Many efforts have been made 
to reduce this rate [e.g., 2, 3]. One area of research that has been examined to reduce this high 
attrition rate is CS course and curricula design [4, 5, 6]. Investigating the CS undergraduate 
program is important for finding strategic ways to improve student learning and motivation to 
continue in the CS pathway [5, 6]. Prior literature on students’ pathways through CS has focused 
on both broad [e.g., frameworks for curricular design and curriculum philosophies; 7, 8, 9, 10, 
11] and specific aspects [e.g., teaching and learning approaches; 3, 12] of the CS courses and 
curricula. These studies lack important information on why and how certain curricular elements 
are more or less successful. Undergraduate students themselves have agency regarding their 
decisions to persist in the CS major [13, 14, 15], yet few studies to date have used a bottom-up, 
student-centered, qualitative approach to understand how to improve CS courses and curricula. A 
qualitative approach can help researchers gain greater insights into students’ experiences in the 
program without limiting their responses to predetermined lists as in typical top-down survey 
research [16, 17]. Furthermore, as students’ progress along the CS undergraduate pathway, they 
may gain greater insights into their program and into what actions could be undertaken to 
improve their success. However, much of the prior work focuses on students who are in the 
beginning stages of their CS pathway, such as introductory CS courses [e.g., 2, 3, 4]. In the 
current study, we leveraged a student-centered, bottom-up, qualitative approach to examine CS 
undergraduate students’ perspectives toward course content and curriculum sequence. In 
particular, we asked students from diverse points in the CS pathway (beginning, mid, and end-of-
degree) about their suggestions for required CS courses and course sequences. This method 
allows us to detect deeper interpretations and explanations into students’ CS experiences in their 
own voices.  

II. LITERATURE REVIEW  
A. Positionality  

We approach our work as researchers grounded in theories of STEM education, 
specifically motivation and self-regulated learning [18, 19, 20, 21, 22]. Five out of the six 
authors did not graduate with a bachelor's degree in CS. As such, our lived educational 
experiences may limit the way we understand students’ relevance and value of CS courses and/or 
sequences. As a team, we approached our work using a pragmatic lens in order to positively 
impact changes to CS courses and/or sequences. Moreover, due to our methodological approach, 
we do not frame our work under a specific theory; we focus on using students’ own words (i.e., 
bottom-up approach) to guide implications for improving CS courses and/or sequences. 
Moreover, we believe that the environment plays an important role in understanding students’ 
perspectives on CS courses and/or sequences for promoting motivation and performance in the 
CS pathway. Learning is a social construct that is influenced by the people and circumstances 
around the person [23]. If the needs of the learners are not taken into account when designing the 



classroom, it can negatively impact their ability to learn [24, 25]. Therefore, in the present study, 
we believe that investigating student-centered responses about the CS pathway (e.g., class 
environment, course sequence) is vital to improve student learning and persistence in CS.  
B. CS Curriculum Design 

There have been great strides in determining potential areas of improvement among CS 
courses and programs [e.g., 26, 27, 28]. One area of literature focuses on college students not 
having the necessary skills and knowledge to work in the industry [29, 30, 31, 32]. In regard to 
their soft skills, graduates tend to struggle with their verbal [31, 33] and writing [28, 30, 34] 
skills, in particular, clearly articulating their problems when they need help [29]. In regard to 
technical skills, graduates often lack the ability to use a number of industry software tools, such 
as configuration management and database tools [29, 32, 35]. Another area of the literature 
focuses on college students having difficulties in the CS program due to their required 
mathematics courses [36, 37, 38]. For example, students found an Automata Theory course 
challenging because it required a strong mathematics foundation on logic and problem-solving 
skills [38]. A strong background in mathematics, however, is thought to benefit learning in CS, 
especially in relation to algorithm design, computations, and data skills [39]. Other areas of the 
literature have explored issues about the CS curricula related to collaborative work [40], gender 
equality [41], and knowledge assessment [42]. Although this research has illuminated a 
constellation of issues around CS courses and curriculum, more work is needed to understand 
what challenges are the most pressing and salient to students. Identifying specific challenges 
noted by students can contextualize existing research and present new ideas for instructors and 
administrators, allowing greater prioritization and improvements.   

Although prior researchers have aimed to identify and address specific ways to improve 
CS courses and curriculum [e.g., 2, 43, 44], there has been less attention on identifying more 
holistic suggestions for improvement across years in the program using students’ own 
perspectives. Most prior work used quantitative rather than qualitative methods to understand the 
deficiencies and effectiveness of CS courses and curricula [2, 26, 40]. Quantitative methods can 
be helpful in gathering large datasets relatively quickly, but also can reduce the details of 
students’ perspectives [16]. More work is needed using qualitative methods to detect CS 
students’ deeper interpretations and explanations.  
C. Current Study 

In the current study, we use data gathered from college students enrolled in CS courses in 
the fall 2022 academic term at a large public Mid-Atlantic university. As part of their courses, 
students completed a survey related to their CS and course-specific motivation and learning. For 
the purposes of the present study, we used students’ responses to two open-ended questions on 
the survey about their viewpoints toward CS courses and curricula. The study was approved by 
the university’s Institutional Review Board. The data were used to answer the following research 
questions (RQs): 

1. Do students want to change something about the required CS courses and sequence? 
2. What changes do students suggest to the required CS courses and sequence?  



3. What do students want to change the most/least about the required CS courses and 
sequence? 

III. METHODOLOGY 
A. Participants 

Six hundred twenty-four participants in CS courses from various stages in the CS 
program at a large Mid-Atlantic university were invited to complete four surveys, approximately 
every three weeks of the fall 2022 academic semester, about their learning experiences and 
motivational beliefs. Participants received half a point of extra credit from their course instructor 
per survey. The invitation noted the terms of the extra credit and provided a link to the survey via 
Qualtrics. Students who did not wish to complete the survey were provided the option of an 
alternative assignment for extra credit. For the purposes of this study, we focused on the first 
survey where 445 students opted to participate.  The analysis sample was limited to 305 college 
students who answered the optional open-ended responses.  
B. Measures 

Students answered two open-ended questions about their required CS courses and 
curricula during the beginning of their fall 2022 academic term on the first survey. Questions 
asked, “What changes would you suggest to the required CS courses and/or course sequences?” 
and “Is there anything else you would like to tell us?”  
C. Analysis  

To answer the first RQ, student responses from the question about changes they would 
suggest to the required CS courses and/or course sequences were categorized into (1) yes, I 
suggest change; (2) no, I do not suggest change; and (3) I do not know.  

To answer the second RQ, we first developed a diagram of the CS course sequence to 
familiarize ourselves with the current structure. Data analysis of student responses involved 
using an inductive, thematic approach in multiple stages [45, 46]. Three researchers (i.e., second, 
third, and fourth authors) independently identified patterns in the data using Google Sheets 
before reviewing with the first author for consensus. Each coder would go through multiple 
rounds of coding to create sub-sub-codes, sub-codes, codes, sub-categories, and categories. The 
initial round involved using in-vivo (i.e., verbatim phrases and/or words in responses) and 
descriptive (i.e., summarizing phrases and/or words in responses) techniques [46]. Subsequent 
rounds after the first round of coding involved grouping the current codes into larger codes (e.g., 
going from sub-codes to codes, codes to sub-categories). Coders also individually created a 
codebook and diagrams on the online collaborative tool Jamboard to clearly define and 
distinguish between codes. Afterwards, in the next stage of data analysis, coders met to reach 
consensus for discrepancies in order to better understand the meaning of the data [47]. In the 
meetings, a group coding framework was established, which included sub-sub-codes, sub-codes, 
codes, sub-categories, and categories. Each discrepancy was redefined and clearly distinguished 
between similar codes through discussions between researchers. Unresolved discrepancies 
between the three coders and all codes were reviewed with the first author. The transformation of 
codes and rationale behind each code change were documented in analytic memos.  



To answer the third RQ, frequencies of codes, sub-categories, and categories were 
calculated. 

IV. RESULTS 
A. RQ1 

Findings showed that 58% of responding undergraduate students (n = 176) suggested 
changes to the required CS courses and/or course sequences. On the other hand, 14% of 
responding undergraduate students (n = 44) were satisfied with the required CS courses and/or 
course sequences and did not suggest any changes. Finally, 28% of responding undergraduates (n 
= 85) expressed uncertainty over what changes to suggest to the required CS courses and/or 
course sequences.  
B. RQ2 

Through the analysis of college students’ suggestions for changes to CS courses and/or 
course sequences, three categories of codes were identified: program-level, course-level, and 
instruction-level changes. Within each category, there were multiple levels of coding that 
captured the specific changes proposed by the students (see Appendix 1). 

First, undergraduate students suggested program-level changes to the required CS courses 
and/or course sequences (see Appendix 1). The changes that students suggested were related to 
(a) “course requirements,” (b) “program content,” (c) “course sequence,” and (d) “language 
sequence.” Regarding course requirements, students wanted to (a) remove a number of courses 
from the program requirements (e.g., automata theory, assembly language); (b) add courses as 
prerequisite to other courses to prepare them better for those courses; and (c) make a number of 
courses required for the program. Moreover, students wanted the content of the program to be 
more relevant to the skills and knowledge required in the industry. Concerning the course 
sequence, students believed that some courses should have been introduced earlier within their 
own divisions, such as data structure and introduction to algorithms, as well as across lower and 
upper divisions, including logic for CS and introduction to algorithms. Furthermore, students 
suggested changes to the sequence of the languages taught in the program, including the 
positions of Python, Dr. Racket, and Java in the program.  

Second, undergraduate students suggested course-level changes to the required CS 
courses and/or course sequences (see Appendix 1). In particular, they wanted a change in (a) 
content within a course; or (b) performance assessment within a course. In regard to course 
content, students wanted more (a) “connections” between courses; (b) “improvements” in having 
a more balanced content between computer and information sciences and computer engineering, 
specific courses (e.g., introductory to computer science, data structures, front-end programming), 
and courses that connect to industry; (c) “including” topics into the CS curriculum, such as 
artificial intelligence/robotics, development (i.e., application development, web development), 
data structure, functional programming, mathematic courses for CS, MATLAB, website 
development, other teaching electives, and more courses in general; and (d) “number of 
languages taught” (i.e., too many CS software languages taught or want more variety in CS 
software languages). In regard to course performance, students wanted to change how their 



course performance is “assessed.” For example, they did not like group work and wanted fewer 
or no exams.  

Third, undergraduate students suggested instruction-level changes to the required CS 
courses and/or course sequences (see Appendix 1). Students wanted some changes to (a) how 
“knowledge” is imparted; and (b) “academic support” during instruction. In terms of knowledge 
building, they suggested (a) better estimation of students’ knowledge; (b) providing more 
overview information of courses to help students understand courses better; (c) reducing the 
amount of workload; and (d) slowing down the pace of teaching. With respect to academic 
support, students requested (a) more supportive teaching approaches; and (b) better assistance 
through providing more practice in class and from supporting agents, including professors, 
advisors, and teaching assistants.  

Fourth, undergraduate students suggested environmental-level changes to the required CS 
courses and/or course sequences (see Appendix 1). Particularly, they would like the program (a) 
to be more friendly towards students of all levels and (b) more “inclusive” of students, regardless 
of their gender and ethnicities. Some students expressed that they felt isolated, intimidated, or 
stressed. Regarding the exclusivity of the program, a number of students who identified as 
women noted that they felt discriminated against based on their gender and race.  
C. RQ3 

Among students’ suggestions for the required CS courses and course sequences, 
program-level changes (n = 115) were the most frequently mentioned. Among program-level 
changes, those assigned the “remove” code were the most mentioned. Most students wanted to 
specifically remove two courses: Automata Theory (n = 19) and Assembly Language (n = 13). 
Although other courses were mentioned, they were mentioned less frequently: Database Systems 
(n = 1), Introduction to Human-Computer Interaction (n = 1), Network (n = 1), and mathematics 
courses like Linear Algebra (n = 1), and Statistics (n = 1). The least mentioned changes were 
related to the sequence of languages (n = 5). Most of the responses related to avoiding particular 
languages as their first language to learn, including Dr. Racket (n = 2) and Python (n = 1).  

From responses related to the instruction level (n = 64), wrong assumptions of students’ 
knowledge were the most frequently mentioned suggestion (n = 18): instructors more often 
overestimated (n = 13) than underestimated their knowledge (n = 5). Six responses from students 
mentioned the problem of having an overwhelming amount of workload. 

Regarding course-level changes (n = 52), most students would like to see a wider variety 
of content relevant to the job market (n = 20), such as web development, application 
development, cloud computing, MATLAB, and functional programming. A few students also 
requested a greater variety of languages (n = 3).  

For environment-level changes, most responses were related to their negative feeling 
towards the program (n = 6): the majority felt stressed out and intimidated in the program (n = 
5). Students also expressed their feeling of being excluded (n = 4). Most of the respondents who 
noted feeling excluded believed that they felt excluded in the program on the basis of their 
gender (n = 3). 



V. DISCUSSION 
In this study we explored college students’ perspectives from various years in the CS 

program on required CS courses and curricula using a bottom-up, student-centered, qualitative 
approach. Our pragmatic approach meant we adopted a method that could help instructors at this 
large Mid-Atlantic University improve their CS courses and/or curricula. First, results showed 
that despite some students expressing either satisfaction or indifference with the CS courses 
and/or curricula, a majority of students suggested modifications to the overall program structure, 
course topics, and instructional approaches. For example, students thought that courses in the CS 
program did not connect well with each other. Aligned with Bruner’s [48] Spiral Curriculum 
Framework, learning often starts with introducing a topic, mastering that topic, revisiting that 
topic in a higher-level course, and finally making connections to other topics in the higher-level 
courses. As students responded that the latter part of the learning cycle (i.e., creating connections 
between courses) is missing in the CS pathway, one approach instructors can use is to not only 
revisit concepts from prior courses, but also ask students to reflect on how this revisited concept 
relates to the new course topic. This learning approach has been found to be successful in other 
domains, such as biological, chemical, and engineering programs [49, 50, 51].  

Additionally, findings showed that students wanted the courses to be more relevant to the 
industry’s demands. Consistent with prior work, there might be a gap between the CS courses 
and curricula and the knowledge and skills needed in the field, such as communication skills [31, 
33] and the ability to use software tools [29, 35, 32]. Therefore, there should be more focus on 
providing those skills and explicitly stating how each learning activity is useful for their future 
career goals. Particularly, students were not able to see the usefulness of their theoretical courses 
(e.g., Automata Theory and Assembly Programming Language) to the job market. Because 
acquiring both theoretical and practical knowledge is important for students’ learning in higher 
education [52, 53], instructors can use real world problems to convey their usefulness to the 
industry or may want to revisit the role of these courses in the sequence.  

Not only did students discuss how theoretical courses like Automata Theory and 
Assembly Programming were irrelevant to their future career goals, but they also found the 
course topics difficult. In order to enhance students’ learning, instructors can require prerequisite 
courses and explore ways to teach courses more effectively. For example, in Automata Theory, 
prior work has found that visualization programs, such as Java Formal Languages and Automata 
Package (JFLAP) helped students understand the material better and make the material more 
enjoyable [54, 55, 56, 57]. Other teaching strategies that can be effective for students’ learning 
include: discussing CS concepts using historical context, connecting course topics with concrete 
programming examples mastered prior to the current course, and solving practical practice 
problems pertaining to the real world [58]. In Assembly Programming, previous literature has 
found that hands-on interactions through a compact device called Raspberry Pi [59] and video 
games [43] positively impacted students’ learning experiences. Instructors in these CS courses 
and curricula might try using various techniques like those described to enhance students’ 
learning. 



Findings also suggested that there were students who felt intimidated and stressed in the 
program. In a CS class with mixed ability, low achieving students may form self-doubt, whereas 
high achievers may feel frustrated when working with students with lower abilities. Tafliovich et 
al. [60] found that many students felt intimidated in their CS courses because they knew that 
there were other students who had more achievements, such as published websites and 
applications. Moreover, students with more prior CS related experience felt that students with 
fewer skills were not able to sufficiently contribute to the group work [60]. Gender 
discrimination also contributed to the negative feeling experienced by students. This aligns with 
the finding by Bunderson and Christensen [61] where 20% of women students believed that they 
were treated differently in CS courses either by their classmates or teaching assistants. As a 
result, women students may feel less comfortable in CS programs, leading to higher attrition for 
those that identify as in this group [62]. It is crucial to prioritize effort to ensure that all students, 
regardless of their skill levels and gender, feel comfortable and supported in their learning. 

VI. LIMITATIONS 
 Some students self-identified their race or gender in their answer; connecting all 
responses to demographics may have allowed us more insight into how students from 
underrepresented groups responded. This study is limited to a sample from one large Mid-
Atlantic university; it may be useful to include a greater number of programs from universities of 
different sizes for better generalizability and comparative studies. Finally, as this work provides 
only a glimpse into different issues within the CS pathway, it may be helpful to expand data 
collection both longitudinally and with different types of data. 

VII. CONCLUSIONS AND FUTURE WORK 
This work provides insights into how programs and instructors can potentially improve 

CS courses and sequences, thereby lowering the attrition rate in such programs. In the present 
study, our findings allowed us to see students’ points of view about their CS program, including 
program structure, course topics, teaching methods, and environment. Students want a more 
interconnected structure of the program, more relevance to the industry’s demands in the 
curriculum, and more effective teaching. Implications for instructors and administrators are 
discussed throughout the paper. Future research can expand the reach of this work to other 
institutions; can triangulate with other data sources, such as observations; and can test the 
feasibility and impact of following some of the students’ suggestions.  
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APPENDIX I. QUALITATIVE FINDINGS: SUGGESTED CHANGES IN THE CS COURSES AND/OR COURSE SEQUENCES 

Category Sub-category Code Example Sub-code 

Program: 
suggesting a 
program-
level change 
(n = 115) 
 
 
 

Suggestions on 
course 
requirements 
(n = 69) 
 
 

Suggestions on 
course 
requirements (n = 
69) 

“I think calculus shouldn’t be 
required to take CIS courses.” 

remove CS course: suggesting that a CS course should be 
removed a CS course (n = 41) 
Sub-sub-codes: 

● remove, CS[Automata Theory] (n = 19)  
● remove, CS[Machine Organization and Assembly 

Language] (n = 13) 
● remove, CS[Introduction to Systems Programming] 

(n = 2) 
● remove, same [Data Structures and Introduction to 

Algorithms] (n = 1) 
● remove, CS[Computers, Ethics, and Society] (n = 1) 
● remove, CS[Logic and Programming] (n = 1) 
● remove, CS [Data Structures] for stats for stats (n = 

1) 
● remove, CS[Data Structures] for stats (n = 1) 
● remove, CS[Introduction to Systems Programming] 

for stats (n = 1) 
● remove, CS[Introduction to CS II] (n = 1) 

remove, MATH course: suggesting that a mathematics 
course should be removed (n = 6) 
Sub-sub-codes: 

● remove, MATH[Statistical Methods] (n = 2) 
● remove, MATH[Analytic Geometry & Calculus B/C] 

(n = 1) 
● remove, MATH[Discrete Mathematics] (n = 1) 
● remove, MATH, general (n = 1) 
● remove, MATH, calculus (n = 1) 



remove, prereq restrictions:  suggesting that a prerequisite 
course should be removed (n = 1) 

remove, lab science: suggesting that a lab science course 
should be removed from requirement (n = 4) 

prereq: 
suggesting 
prerequisite for a 
course (n = 9) 
  
  
  
  
  
  
  

“Not have CS[Introduction to CS 
II] has a prereq[uisite] for CS 
[Data Structure] can make the 
challenge of CS [Data Structure] 
even bigger for students who 
come in without OOP [Object-
Oriented Programming] 
experience and requires a 
significant amount of time in CS 
[Data Structure] to review basic 
OOP ideas.” 

prereq, course: suggesting that a specific course need a 
prerequisite (n = 7) 
Sub-sub-codes: 

● prereq, for CS[Automata Theory] (n = 1) 
● prereq, for CS[Data Structures] (n = 1) 
● prereq, for CS[Introduction to Systems 

Programming] (n = 1) 
● prereq, CS[Introduction to CS II] for CS[Data 

Structures] (n = 1) 
● prereq, CS[Introduction to CS II] for CS[Introduction 

to Systems Programming] (n = 1) 
● prereq, CS[Introduction to CS II] & CS[Introduction 

to Systems Programming] for CS[Data Structures] (n 
= 1) 

● prereq, between CS[Introduction to Systems 
Programming] and CS[Data Structures] (n = 1) 

prereq, general: suggesting that a course need a prerequisite 
without specifying a specific course name (n = 2) 

make req: 
suggesting that a 
course should be 
required for the 
program (n = 6) 

“I don't understand how some 
courses are optional (i.e., linear 
algebra) but later on, you need 
linear algebra for several classes.” 

make req, CS course: suggesting that a CS course should be 
required for the program (n = 3) 
Sub-sub-codes: 

● make req, CS[Introduction to Human-Computer 
Interaction] (n = 1) 



● make req, CS[Database Systems] (n = 1) 
● make req, CS[Introduction to CS2] for CE (n = 1) 

make req, MATH course: suggesting that a MATH course 
should be required for the program (n = 2) 
Sub-sub-codes: 

● make req, MATH[Statistical Methods] (n = 1) 
● make req, MATH[Linear Algebra] (n = 1) 

make req, CS content: suggesting that a CS content should 
be required for the program (n = 1) 
Sub-sub-codes: 

● make req, CS content network (n = 1) 

sequence change, 
suggesting a 
change in course 
sequence (n = 16) 

“I think that data structures should 
be an earlier course, most of the 
software engineering internship 
interviews that I have are concepts 
from data structures…” 

sequence change, upper division course: suggesting a 
change in the sequence within upper division courses 
Sub-sub-codes: 

● sequence change, CS [Senior Design] (n = 1) 
● sequence change, CS[Operating Systems] after 

CS[Parallel Programming] (n = 1) 
● sequence change, CS[Computers, Ethics, and 

Society] to first year (n = 1) 
● sequence change, CS[Logic and Programming] 

before CS[Automata Theory] (n = 1) 

sequence change, lower division course: suggesting a 
change in the sequence within (n = 5) 
Sub-sub-codes: 

● sequence change, CS[Data Structures] earlier (n = 2) 
● sequence change, CS[Data Structures] (n = 1) 
● sequence change, CS[Introductory CS for Engineers] 

with CS[Introduction to Systems Programming] and 
CS[Introduction to CS II] (n = 1) 



● sequence change, CS[Introductory CS for Engineers] 
should not be before CS[Introduction to Systems 
Programming] (n = 1) 

sequence change, across division: suggesting a change in the 
sequence within/between upper and lower division courses 
(n = 2) 
Sub-sub-codes: 

● sequence change, CS[Logic in CS] and 
MATH[Discrete Mathematics] concurrently (n = 1) 

● sequence change, CS[Data Structures] and 
CS[Introduction to Algorithms] earlier (n = 1) 

sequence change, CS content: suggesting a change in the 
sequence of a CS content (n = 4) 
Sub-sub-codes: 

● sequence change, object-oriented programming 
earlier in CS[Introduction to CS I] (n = 2) 

● sequence change, networks earlier (n = 1) 
● sequence change, command earlier (n = 1) 

sequence, lang: 
suggesting a 
change in the 
sequence of 
languages taught 
in the program (n 
= 5) 

“Learning Java should actually go 
first over learning python. Java is 
a more readable language, which 
makes it easier to understand…” 

sequence, lang, put Java before Python (n = 2) 

sequence, lang, do not start with Dr. Racket (n = 2) 

sequence, lang, do not start with python (n = 1) 

-- 
  
  

industry relevant 
design: 
suggesting that 
courses or content 

“I think some courses teach 
material that may be slightly 
outdated or may be different from 

industry relevant design, less theories: suggesting reducing 
the number of theoretical courses (n = 6) 

industry relevant design, general: suggesting that courses or 
content of the program should be more relevant to the 



of the program 
should be more 
relevant to the 
industry demands 
(n = 13)  
  
  

what people currently work with 
(in the workforce).” 

industry demands, in general without providing any details 
(n = 6) 

industry relevant design, updated materials: suggesting that 
program materials should be updated to be more relevant to 
current trends (n = 1) 

-- 
  
  

available: 
suggesting that 
the capacity of a 
certain 
required/prerequi
site course should 
be considered 
when the program 
is planned (n = 
10) 

“Currently, [Data Structure] is a 
huge gatekeeper to the rest of the 
Comp. Sci. curriculum. Caused a 
lot of problems in scheduling." 

available, course: suggesting that the capacity of a certain 
course should be increased by mentioning the course name 
(n = 2) 
Sub-sub-codes: 

● available, course, CS[Introduction to Software 
Engineering] (n = 1) 

● available, course, CS[Data Structures] (n = 1) 

Instruction: 
suggesting 
instructional
-level 
changes (n = 
64) 
  
 

Knowledge: 
suggesting a 
change in how 
instructors 
understand 
students’ 
learning and 
knowledge (n = 
36) 

assume know: 
suggesting that 
instructors should 
estimate students’ 
knowledge better 
(n = 18) 
  

“I feel like sometimes professors 
forget some people have no 
experience with coding at all. So, 
when professors talk fast about 
some topics, I tend to get lost.” 

assume know, overestimate: suggesting that instructors 
should avoid overestimating students’ knowledge (n = 13) 

assume know, underestimate: suggesting that instructors 
should avoid underestimating students’ knowledge (n = 5) 

overview info: 
suggesting that 
more general 
information about 
the course should 
be provided to 

“More direct telling you what you 
are supposed to be learning about 
at specific points in the course.” 

 



students, such as 
the content 
covered in the 
course, course 
syllabus, and 
other suggested 
materials/content 
(n = 7) 

workload: 
suggesting more 
appropriate 
amount of 
workload 
including 
assignments, 
classwork, and 
projects (n = 6) 

“...students are given massive 
projects and are basically told to 
just figure it out… most of which 
took ridiculous amounts of hours 
to finish…” 

 

pace: suggesting 
that the pace of 
teaching should 
be slowed down 
(n = 5) 

“They go at such a fast pace 
sometimes. Need to spend more 
time with fundamentals and 
basics.” 

pace, general: suggesting that the pace of teaching should be 
slowed down in general without specifying the course name 
(n = 4) 

pace, course: suggesting that the pace of teaching should be 
slowed down in general by specifying the course name (n = 
1) 
Sub-sub-code: 

● pace, course, CS[Data Structures] (n = 1) 

Academic 
Support (n = 
28) 

better teaching: 
suggesting that 
more effective 

“...Past the Python course, you're 
launched into Java and C. Both 
very relevant and overall good to 

better teaching, general: suggesting that more effective 
teaching approaches should be used in general without 
specifying the course name (n = 4) 



  
  
  
  
  
  
  
  
  
  
  
  
  

teaching 
approaches 
should be used (n 
= 14) 

learn. Except you have to learn 
both at the same time with very 
little help and actual teaching…” 

better teaching, engagement: suggesting that more effective 
engagement tools or teaching approaches should be used (n 
= 4) 

better teaching, course: suggesting that more effective 
teaching approaches should be used in a specific course (n = 
4) 
Sub-sub-codes: 

● better teaching, course, CS[Computers, Ethics, and 
Society] (n = 1) 

● better teaching, course, CS[Introduction to 
Algorithms] (n = 1) 

● better teaching, course, CS[Introduction to CS II] (n 
= 1) 

● better teaching, course, CS[Principles of 
Computing], [CS with Web Applications], 
[Introductory CS for Engineers], [Introduction to CS 
I] [a different] campus (n = 1) 

better teaching, consistent quality: suggesting that there 
should be consistent quality across different instructors 
teaching the same course (n = 2) 

assist: suggesting 
that more 
assistance should 
be provided to 
students in their 
study (n = 14) 

“I would definitely suggest more 
office hours and even labs for 
people to go to for help, especially 
during the first week of school so 
people don’t get behind. I went to 
my lab the first week and the TA 
did not show up.” 

assist, practice: suggesting that more assistance should be 
provided to students through giving more practices (n = 6) 
Sub-sub-codes: 

● assist, practice, general (n = 4) 
● assist, practice, python after CS[General CS for 

Engineers] and CS[Introduction to CS] after and 108 
(n = 1) 

● assist, practice, coding (n = 1) 



assist, meeting, advisor: suggesting that more assistance 
should be provided to students through meeting with 
advisors (n = 5) 

assist, teaching assistant: suggesting that more assistance 
should be provided to students through meeting with 
teaching assistant (n = 1) 

assist, meeting, instructor: suggesting that more assistance 
should be provided to students through meeting with 
instructors at office hours (n = 1) 

assist, disability support service: suggesting that more 
assistance should be provided to students through providing 
better disability support service (n = 1) 

Environmen
t: suggesting 
environment
al-level 
changes (n = 
10) 
  

--  
  
  
  
  
  
  
  

feel, negative: 
feeling towards 
the program, such 
as feeling stressed 
out, intimidated, 
or isolated (n = 
6)  

“I am not a strong coder and I feel 
very intimidated by many of the 
students I've worked with...” 

feel, negative, stress and intimidated (n = 5) 

feel, negative, isolated (n = 1) 

exclusion: feeling 
excluded due to 
their gender or 
ethnicity (n = 4) 
  

“There is a heavy amount of 
judgment and discouraging 
behaviors amongst males against 
females in [CS], that makes the 
learning experience/environment 
uncomfortable.” 

exclusion, gender (n = 3) 

exclusion, race (n = 1) 

Course: 
suggesting a 
course-level 

Course 
Content: 
suggesting a 

include: 
suggesting that a 
new topic should 

“I think there should be a web 
development concentration 
offered to CIS students.” 

include, development: suggesting that a course related to 
development should be added (n = 7) 
Sub-sub-codes: 



change (n = 
52) 
 

change in the 
content within 
courses (n = 
46) 

be added to the 
course (n = 20) 

● include, web development (n = 5) 
● include, app development (n = 1) 
● include, development, general (n = 1) 

include, matlab: suggesting MATLAB should be added in 
different course aspects (n = 2) 

● include, MATLAB for python (n = 1) 
● include, MATLAB for engineering (n = 1) 

include, A.I, robotics (n = 2) 

include, better tech elective (n = 1) 

include, data structure (n = 1) 

include, functional programming (n = 2) 

include, more class variety (n = 2) 

include, math for CS (n = 1) 

include, terminology in CS[Introductory CS for Engineers] 
(n = 1) 

improve: 
suggesting an 
improvement to a 
course (n = 11) 
  
  
  

“Getting feedback from the 
industry and basing courses on 
that. Not learning useless things 
which will never be used in the 
real-world. Also having interview 
prep sessions since that is a big 

improve, real world: suggesting an improvement to a course 
by adding content that are more practical to the real world (n 
= 6) 
Sub-sub-codes: 

● improve, real world, general (n = 3) 
● improve, real world, algorithms (n = 2) 
● improve, real world, live coding (n = 1) 



part of the trivia part for getting 
jobs.” 

  improve, course: suggesting an improvement to a course or 
a topic in a course (n = 5) 
Sub-sub-codes: 

● improve, course, front end (n = 1) 
● improve, course, CS[Data Structures] (n = 1) 
● improve, course, CS[Introduction to CS II] (n = 1) 
● improve, course, CS[Introductory CS for Engineers] 

(n = 1) 

  improve, balance CPEG & CS: suggesting an improvement 
to course content by providing balanced content from CS 
and engineering (n = 1) 

lang: suggesting a 
change to the 
number of 
languages taught 
in the program by 
either reducing or 
adding it (n = 9) 

“I'm not too sure if I just haven't 
gotten to that level yet, but I think 
that further learning of certain 
coding languages might help 
rather than learning more and 
more different languages.” 

lang-too many: suggesting that the number of programming 
languages taught should be reduced (n = 6) 

  lang-variety: suggesting that there should be a wider variety 
of languages taught (n = 3) 

connect: 
suggesting more 
connections of 
content between 
courses (n = 6) 

“The courses rarely, if at all, build 
on top of existing topics. They are 
always teaching us something new 
which makes it difficult to be 
good at a particular thing.” 

-- 



-- 
  
  

assess: suggesting 
a change related 
to how their 
course 
performances are 
assessed (n = 6) 

“I am also not a great test-taker, 
so I enjoy computer courses that 
have no exams and just do 
projects and assignments.” 

assess, no/less test, general (n = 3) 

assess, no group work (n = 2) 

assess, no/less test, no handwritten test (n = 1) 

 


