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Abstract 

 

The growing field of the Internet of Things (IoT) is valuable for Engineering and Engineering 

Technology students to know. Due to COVID and often limited resources, this can be a difficult 

topic to teach. The authors pioneered a way to implement the same IoT systems both with 

physical devices and a Virtual Machine (VM) environment using a Raspberry Pi with servos, 

buttons, and lights. The VM used the Quick Emulator (QEMU) on the Ubuntu Linux platform. 

QEMU is a type 2 hypervisor that runs within the user space and performs virtual hardware 

emulation. The authors developed educational activities which allowed AAS/AOS  level students 

to implement a Raspberry Pi lab using both physical and virtual devices including servos, 

buttons, and lights. The trials and tribulations will be shared as well as the successes with this 

student lab project implementation. 

 

Background 

 

The Internet of Things (IoT) which incorporates objects communicating and interacting over the 

internet is a field that is growing with the market expected to reach $1.8 trillion by 2028. There is 

a growing demand for technically skilled workers with IoT expertise.  This represents an 

opportunity for postsecondary institutions to develop IoT curricula. Unfortunately, an IoT 

curriculum can be costly to implement, as this requires physical inventory and lab/storage space 

and students incur costs and are often left with superfluous hardware.  The solution to this 

would be to implement virtual Iot laboratories which could be done at a reduced risk and cost. 

Using Virtual Machines (VM) also allows flexibility in the delivery of the coursework. 

 

Prior Work (Literature Review) 

J. He et al [8] created a physical IoT lab consisting of Raspberry Pi and Arduino boards and a 

set of sensors with Zigbee as the wireless communication method.  They developed a lab for an 

Embedded Systems Analysis and Design course.  The lab was a collection of self-contained 

modules which presented concepts and hands-on exercises on embedded systems.  This 

approach requires the use of physical hardware, so it can be costly to implement or scale up.  
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Also, labs cannot be delivered remotely.  R. Krishnamurthi [12] used Node-RED, a visual 

programming language developed by IBM, to develop a two-credit, lab-only course offered to 

undergraduate engineering students.  This was a project-based course to study IoT sensors, 

gateways, and cloud services.  Node-RED can model application functionality between IoT 

devices but not the IoT devices themselves.  This is useful for students to study the interaction 

between IoT devices, but it still requires investing in physical IoT hardware.  M. Leisenberg and 

M. Stepponat [13] developed IoT demonstrators to be used for teaching.  They used 

ThingSpeak, a publicly available cloud aggregator, and MATLAB to create a remote laboratory 

experiment on IoT-based analysis of moving images.  While this approach allows for remote 

learning, students interact with the IoT data stream, not the IoT devices.  Scaling up still 

requires investing in additional hardware and could result in a higher cloud service cost. 

Methods 

 

Two of the faculty authors of this article implemented a Level 1 lab activity that required their 

AAS level Applied Computer Technology students to develop a system with both a physical 

Raspberry Pi model and in a VM environment and compare the two systems.  A level (L1) 

activity means that the project involves both research and implementation and will take several 

weeks to complete. These would include the QEMU hypervisor, Python programming, the GPIO 

Library, and Interfacing with Lights, Servos, and LEDs. The comparisons included both 

functionality and the actual python coding similarities and differences.  

 

The Raspberry Pi is the heart of both the physical and VM systems. The Raspberry Pi is well 

suited for IoT and uses the Linux-based Operating System and a general purpose Input/Output 

(GPIO). 

 

Virtual (VM) System 

 

Steps students were required to do to set up the VM System included: 

1. Install the Hypervisor VMWare 
2. Install Ubuntu Linux from an Image  
3. Install the Qemu Emulator  
4. Run Raspberry Pi  Emulation in Qemu, emulate GPIO devices using the Python Library 

called TKGPIO  
 

The QEMU is a type 2 hypervisor capable of emulating the Raspberry Pi hardware. QEMU can 

emulate arm, mips, and sparc as well as X86 architectures and is highly customizable. 

 

GPIO Emulation is accomplished using a TKGPIO which is a python library that emulates GPIO. 

It uses a GPIO zero API and allows the virtual environment to represent physical hardware with 

images and allows interaction using a mouse. 
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Figure 1. GPIO Emulation 
 

 

Once the simulated Raspberry Pi environment is set up, the tkgpio python library is used to 

simulate Raspberry Pi  GPIO devices and displays a graphical representation of the devices in a 

GUI constructed with Tkinter.  Python programs interact with the tkgpio library using the gpiozero 

API.  GPIO devices currently emulated include buttons, LEDs, motors, servos, motion sensors, 

potentiometers, and LCD displays.   

Tkgpio acts like a kind of wrapper for the students’ gpiozero python code.  A setup function is 

used to define the simulated GPIO environment.  The function can be written as a separate file 

and imported into their python program.  The file should have a “.py” extension.  The function 

describes the dimensions of the Tkinter GUI, the devices being emulated, the GPIO pins 

associated with the devices and the location of the devices within the GUI.   

  



4 

Take the following example code: 

from tkgpio import TkCircuit 

 

# initialize the circuit inside the GUI 

 

configuration = { 

    "width": 300, 

    "height": 200, 

    "leds": [ 

        {"x": 50, "y": 40, "name": "LED 1", "pin": 21}, 

        {"x": 100, "y": 40, "name": "LED 2", "pin": 22} 

    ], 

    "buttons": [ 

        {"x": 50, "y": 130, "name": "Press to toggle LED 2", "pin": 11}, 

    ] 

} 

 

def run (main_function): 

    circuit = TkCircuit(configuration) 

    circuit.run(main_function) 

 

The “height” and “width” define the size of the GUI window. Each class of devices is defined as 

a list of individual devices in the class. In the above example, we define two LEDs and one 

button.  Each device’s placement within the GUI is defined by an x and y coordinate within the 

GUI. The “name” is the label displayed over the device, and the pin is the GPIO pin associated 

with the device.  The “run” function will be used in the students’ python program to start the GUI 

and run the program inside of it. 

To use the virtual GPIO devices, simply import the setup file. 

from <your-setup-file> import run 

 

Do not include the .py extension here.  Import the corresponding devices from the gpiozero 

library. 

from gpiozero import LED, Button 

 

Import and/or write any other functions as a student normally would, including his/her main 

function. Lastly, execute the main function inside the setup environment. 

main = run(main) 
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Physical System 

 

The basic steps the students needed to implement in the physical system included getting the 

Raspberry Pi set up and interfaced with the proper pins, voltages, and input/output connections. 

 

 

 

 

 
 

Figure 2. Raspberry Pi  with I/O Pins  
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Figure 3. Raspberry Pi  with I/O Pin Layout for Student Project  
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Figure 4. Raspberry Pi  Physical System Setup  
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Figure 5. Student Measuring Voltages on Raspberry Pi   
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Figure 6. Python Code showing PIN Definition  
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Figure 7. Python Code showing Code for Servo 
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Figure 8. Python Code showing Code for LEDs 
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Figure 9. VM Environment 
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Figure 10. Python Code showing Code for Window Set up 

 
 

 

 
  

Figure 10. Python Code showing Code for LED Definition 
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Figure 11. Code Showing Main Program Function Calls 

 

 

 
 

Figure 12. Python Code showing Code for Servo and LED button Definitions 



15 

 

 

 
 

Figure 13. Summary of Python Code for VM System 

 

 

Results  

 

Students learned that the code listed below in bold was the same for both the physical and the 

VM implementation of their system: 

 

from servo_setup import run 

from time import sleep 

def main(): 

  while True: 

       sleep(0.1) 

main=run(main) 

 

 

Conclusions 

 

This hands-on laboratory was successful, as students learned how to use Raspberry Pi and 

code in Python, and implement both physical and virtual systems.  There was a steep learning 

curve for AAS-level students who never had experience with Raspberry Pi or Linux. The 

students described in this paper had exposure to Linux before the project but not to Raspberry 
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Pi. The Tkgpio simulation was slow to open but performed reasonably well once the simulation 

began. 

 

Students struggled in the beginning due to the learning curve, more so on the Virtual side than 

they did on the physical side. One of the other negatives to this lab activity was the Raspberry 

Pi  VM was very slow to start because of the older hardware it was implemented on. This was 

great exposure to the IoT world and complemented their computer and networking knowledge in 

their current AAS technical program.  
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